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Abstract - The rapid growth of demand for mobility made the mobile application development a 

fast-emerging area in software development. As years pass by, the product of software development has 

become increasingly complex. This makes test activities even more important and challenging.  Tom Taulli, 

a Forbes contributor, denotes the importance of mobile application testing. He stated that users are more 

likely to abandon an application if it has functionality problems. Although there are several testing tools 

already available in the market, there were no empirical studies found that explore and analyze these tools 

in detail. Hence, this paper aims to discuss and provide a comparison of different cross-platform automated 

testing tools for mobile applications particularly for Android, iOS and Windows Mobile. Most of the papers 

were addressing test cases for app’s function and behavior. The least number of papers aims to test security 

loopholes on mobile applications. It is worth noting that the papers focused on applications running on 

Android devices, there were no tools that address applications for other platforms such as iOS and Windows 

Phone. 
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1 INTRODUCTION 

Industry analyst firm Gartner predicts that by 

2022, 70 percent of software interactions will 

occur on mobile devices. Many organizations 

embrace the fact that mobile application for their 

business is an excellent way to keep their 

consumers engaged as mobility becomes the 

gateway to digital business. This drives a strong 

demand for mobile application development. 

Today, mobile applications have become more 

complex and aside from the development 

challenges, testing has also been an important 

area to look into since this process ensures the 

mobile application’s stability and robustness [1]. 

According to Tom Taulli, a Forbes contributor, 

denotes the importance of mobile application 

testing. He stated that users are more likely to 

abandon an application if it has functionality 

problems. 

Many mobile applications have been developed 

in critical areas such as transportation 

[2][3][4][5][6][7][8][9], healthcare 

[10][11][12][13][14][15][16][17], banking 

[18][19][20] and education 

[21][22][23][24][25][26]. Therefore, testing is a 

fundamental life-cycle activity, with a huge 

economical and societal impact if not performed 

adequately [27]. 

The paper of Gunasekaran [28] surveyed five 

different automated testing tools for mobile 

applications. These tools are Robotium, Ranorex, 

Appium, MonkeyTalk and UIAutomator. The 

paper, however, failed to introduce automated 
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testing tools for all major mobile platforms 

namely: Android, iOS and Windows Mobile. The 

paper also failed to categorize these tools 

according to the software engineering issues for 

mobile application development [29] namely: 

performance and reliability, function and 

behavior and security. 

This paper aims to discuss several automated 

testing tools for mobile applications running on 

Android, iOS and Windows Mobile. Each 

automated testing tool shall also be categorized 

and discussed according to what specific software 

engineering issue it is trying to address.  

The rest of the paper is organized as follows: 

section 2 discusses the methodology to be used. 

In section 3, results will be discussed. Finally, 

section 4 concludes the paper and presents the 

future work. 

2 METHODOLOGY 

This paper uses the Systematic Literature Review 

(SLR) method in undertaking a systematic 

literature review. By complying to the systematic 

procedure defined by the said research method, 

this paper can provide a more objective process 

in selecting relevant and note-worthy studies. The 

major steps in SLR include the following: (1) 

defining a research question, (2) search strategy 

for selecting studies and (3) management of 

studies. 

Using the SLR methodology, the author should 

be able to define a research question that is 

anchored to purpose of the literature review. The 

author should also be able to plan for the search 

strategy and specify the steps needed. Lastly, the 

author should be able to manage the studies, 

filtering the irrelevant studies and selecting the 

pilot studies to be evaluated. 

2.1 Defining a research question 

 

This paper aims to identify automated testing 

tools for mobile applications and defining a 

research question is the initial step. The research 

question will be the basis for the search strategy 

and the selection of the pilot studies to be 

evaluated.  

 

2.2 Planning a search strategy 

The initial step in planning a search strategy is 

selecting the input data source. In this paper, 

ACM Digital Library and Google Scholar will be 

used as sources for the relevant studies. ACM 

Digital Library and Google Scholar have been 

chosen as the sources because these are the most 

comprehensive database of full-text articles 

covering computing and information technology. 

The second step in our search strategy is to 

construct a query based on the research question. 

Keywords should be chosen carefully to maintain 

the proper balance between specificity and 

generality.  

2.3 Managing the studies 

After running the query in the ACM Digital 

Library and Google Scholar, peer-reviewed 

journals will be obtained. But there is a need for 

each of the study to be assessed for its actual 

relevance through inclusion criteria. Table 1 

shows the inclusion criteria. 

Table 1: Inclusion Criteria 

No. Criterion Description 

1 It should be 

written in 

English. 

There are some studies 

that are written in other 

language. They have 

provided English title 

and abstract so these 

papers will show up in 

the search results. Only 
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studies written in 

English will be included. 

2 It should be 

peer-

reviewed. 

To ensure the quality of 

this systematic literature 

review, only peer-

reviewed studies will be 

included. 

3 The 

publication 

date must not 

be earlier 

than 2013.  

To ensure that only up-

to-date energy-

efficiency solutions are 

included, only studies 

that were published in 

the year 2013 onwards 

are selected.  

 

To furtherly filter the researches and articles, 

abstract and conclusion of each study are 

carefully examined. After selecting the pilot 

studies to be evaluated, the studies will be ordered 

and arranged according to these three areas in 

which automated testing tools for mobile 

applications are trying to address [33]. 

2.3.1 Performance and Reliability 

Performance is a very critical area where mobile 

applications should be tested [30]. When testing 

the performance, it is usually measured in the 

following categories: (1) Device Performance, 

(2) Server/API Performance, and (3) Network 

Performance.  

Zhang et. Al. [30], furtherly subcategorized 

the three (3) areas. For the device performance:  

(1) Application startup – this is the amount of 

time being spent by the app when loading for 

the first time 

(2) Battery usage – the amount of battery 

consumed by the application while running 

(3) Memory consumption – the amount of 

memory being consumed by the application 

while running 

(4) Hardware/Software variations – the 

application should be running smoothly 

regardless of hardware and software 

conditions 

(5) App in background – when the application 

is put in background and back to foreground 

the same state should be retrieved  

For Server/API Performance: 

(1) Data transfer from and to the server – the 

application must handle data transfers 

efficiently 

(2) Number of API calls – the less the number 

of API calls in the application is better 

(3) Server Downtime – the application must 

be able to use a locally native database when 

server is unreachable 

For Network Performance: 

(1) Jitters – in case of network jitters, the 

application must handle the scrambled data 

efficiently 

(2) Packet loss – in case of a complete packet 

loss, the app should be able to resend the 

request 

(3) Network speed – the app should be able to 

run even 

the network speed is slow 

2.3.2 Function and Behavior 

Function and behavior testing is an essential part 

of mobile applications testing. Functionality 

testing is used to validate the display of the 

application’s content. Applications content can 

be images, texts and graphics. It also verifies the 
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behavior of the application under all 

circumstances. 

2.3.3 Security 

Concerning the privacy of personal and business 

information stored on mobile devices, Security 

testing include inspection of 

inscription/decryption techniques used for 

sensitive data. This testing also checks the 

protection against security attacks that may come 

from several means of communication like SMS, 

MMS, WiFi, and Bluetooth, or from exploited 

software vulnerabilities from both the web 

browser and operating system. 

3 RESULTS AND DISCUSSION 

This section will discuss the results of each step 

in the SLR methodology and later part will 

discuss the selected pilot studies according to the 

three areas of categorization. 

3.1 Research question defined 

 

This paper aims to answer the following question: 

What are the automated testing tools for mobile 

applications? 

 

3.2 Results of the search strategy 

Keywords were constructed from the research 

question. These keywords will be used in the 

search query in ACM Digital Library. The 

following search query will be used: “automated 

testing tool for mobile application”. Table 2 

shows the number of search results per source: 

Table 2: Number of search results per source 

Search query 

Number of 

results (ACM 

Digital 

Library) 

Number of 

results 

(Google 

Scholar) 

automated 

testing tool for 

mobile 

application 

411,941 951,000 

 

3.3 Managing the studies 

The search result for the first query has been 

furtherly refined by publication year (>= 2013). 

Table 3 shows the number of search results for 

the given query. 

Table 3: Search result for the query with 

publication year is not earlier than 2013 

Search query 

Number of 

results (ACM 

Digital 

Library) 

Number of 

results 

(Google 

Scholar) 

automated 

testing tool for 

mobile 

application 

79,645 16,300 

 

To furtherly filter the results, advanced search 

feature has been used. The first where clause will 

be on the Title field that matches all (compared to 

matches any from the previous query) of the 

following words or phrases: “automated testing 

tool for mobile application”. The next where 

clause will be on the field of Publication Year, 

this is set to on or after (>=) 2015. The full query 

syntax is as follows: 

"query": { acmdlTitle:(+ automated + 

testing + tool + mobile + application) } 

"filter": {"publicationYear":{ "gte":2013 

}}, {owners.owner=HOSTED} 
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The above query resulted to fewer matches. Table 

4 shows the number of search results from the 

query above.  

Table 4: Search result for the query with 

publication year is not earlier than 2013 and 

query keywords matching the title 

 

Search query 

Number of 

results (ACM 

Digital 

Library) 

Number of 

results 

(Google 

Scholar) 

automated 

testing tool for 

mobile 

application 

186 41 

 

To furtherly filter the results and finally select the 

pilot studies, abstract and conclusion were read to 

verify and assess the paper’s relevance to the 

research question. Table 5 shows the final list of 

pilot studies to be evaluated. 

Table 5: Final list of researches with 

publication year 

No

. 

Research Title Publicatio

n Year 

1 MT4A: A No-

Programming Test 

Automation Framework 

for 

Android Applications [31] 

2016 

2 Graph-Aided Directed 

Testing of Android 

Applications for 

Checking Runtime Privacy 

Behaviours [33] 

2016 

3 CrashScope: A Practical 

Tool for Automated 

Testing of Android 

Applications [34] 

2017 

4 Poster: Framework for 

Automated Power 

Estimation of Android 

Applications [36] 

2013 

5 DroidFuzzer: Fuzzing the 

Android Apps with Intent-

Filter Tag [38] 

2017 

6 Security Testing of the 

Communication among 

Android Applications [39] 

2013 

7 Cloud-Based Mobile App 

Testing Framework: 

Architecture, 

Implementation and 

Execution [40] 

2014 

8 Fully Automated UI 

Testing System for Large-

scale 

Android Apps Using 

Multiple Devices [41] 

2017 

9 Automating UI Tests for 

Mobile Applications 

with Formal Gesture 

Descriptions [42] 

2014 

10 An Automated Testing 

Approach for Inter-

application 

Security in Android [43] 

2014 

11 Systematic Exploration of 

Android Apps’ Events for 

Automated Testing [44] 

2016 

12 UX Suite: A Touch Sensor 

Evaluation Platform [45] 

2016 

 

Additionally, the studies were categorized 

according to the main three areas of 

categorization. Table 5 shows the categorized 

studies: 

Table 5: Categorized researches 

Area Studies 

Performanc

e and 

reliability 

[31][34][36][38][40][42][44][4

5] 
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Function 

and 

behavior 

[31][41][34][38][40] 

security [33][39][43] 

 

The next sections will discuss the existing 

automated tools for testing mobile applications 

categorized by: performance and reliability, 

function and behavior and security. 

3.3.1 Performance and Reliability 

MT4A is a no programming test automation 

framework for Android applications created by 

Coelho, et. A. [31]. The said tool are made for 

individuals with no programming knowledge to 

be involved in testing Android applications. The 

proposed framework is mainly focused on testing 

all types of sensors for applications that use them. 

Their paper showed that users can use the 

framework without any prior knowledge to 

programming and that they can execute the tests 

with a similar time compared with people with 

programming skills. The authors also conducted 

a sample test case. The app which was tested is a 

fall detection app. The tool was able to test if the 

device was really able to detect a fall or not. 

However, this tool can only run tests on a single 

device at a time. There is no option to run the 

same test in multiple devices at the same time. 

The tool does not also offer a collaborative 

creation and editing of tests. 

The tool presented by Moran, et. Al. [34], aims to 

better support developers in mobile testing tasks. 

The automated tool is called CrashScope. This 

tool explores a given Android app using 

systematic input generation, according to several 

strategies informed by static and dynamic 

analyses, with the intrinsic goal of triggering 

crashes. When a crash is detected, CrashScope 

generates an augmented crash report containing 

screenshots, detailed crash reproduction steps, 

the captured exception stack trace, and a fully 

replayable script that automatically reproduces 

the crash on a target device. In their paper, the 

tool was able to uncover crashes about as many 

crashes detected by some paid testing tools. The 

tool was also able to record startup time of the 

APK being tested. The tool is also able to test the 

app contextually (e.g. turning mobile data). 

In the paper of Lee and Kim [36], they proposed 

a framework for automated power estimation for 

Android apps. The key features of our framework 

are as follows. First, in contrast to existing testing 

tools, our framework allows market curator to test 

apps without source code. Our framework 

decompiles app installers (.apk files) using APK 

Tools to obtain manifest.xml. Then, test scenarios 

are generated which are composed of the android 

component (activity, service, broadcast receiver, 

and content provider) and permission data by 

parsing manifest.xml file. Energy consumption is 

estimated while running apps with the scenarios. 

The process is performed as a black-box testing 

with the generated scenario and Monkey, which 

comes with the Android SDK. Second, our 

framework enables market curator to automate 

estimation of application power consumption. 

Energy consumption is measured from the 

current sensor on the phone or computed from the 

pre-generated power on/off). 

3.3.2 Function and Behavior 

The CrashScope [34] tool which was also 

discussed above, has a GUI ripping engine which 

enables the tool to explore an app. It is able to 

identify GUI or screen hierarchy, clickable, long-

clickable components of the app and text entry 

controls. Text entry from the user is a major part 

of functionality in many Android apps, the GUI 

Ripping Engine employs a unique text input 

generation mechanism. It detects the type of text 

expected (e.g., phone number, email address, 
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age) by a text field, by querying the keyboard 

type associated with the text field using the “adb 

shell dumpsys input_method” command. Once 

the type of expected input is detected, it employs 

two heuristics to generate text inputs: expected 

and unexpected. The expected heuristic generates 

a string within keyboard parameters without any 

punctuation or special characters, whereas the 

unexpected heuristic generates random strings 

with all of the allowable special characters for a 

given keyboard type. 

In the paper of Ye, et. Al., they proposed a fuzz 

testing method to do the black box test of Android 

apps and implemented an automated tool called 

DroidFuzzer. The core of the tool is the variation 

module which takes the normal data as the input 

and generates abnormal data as test cases. Then 

the test cases are sent to the target app and the 

process is monitored for bug information. Typical 

MIME data types are used to generate test cases. 

Villanes Rojas, et. Al. [40] proposed a cloud-

based mobile app testing framework called AM-

TaaS. The AM-TaaS framework is focused on the 

use of emulated devices due to the high cost to 

acquire real devices and to perform the test on 

many devices and automated test scripts as a way 

to help on the time of execution of each test. The 

tool aims to test if the defined functions of the app 

are working correctly as intended. 

When compared to other testing tools discussed 

above, AutoClicker which was presented by Ki, 

et. Al. [41], is the most suited for large-scale 

Android app testing on multiple devices. 

AutoClicker, a fully automated UI testing system 

for large-scale Android apps using multiple 

devices. It provides a way to quickly and easily 

verify that a large number of Android apps 

behave correctly at runtime in a repeatable 

manner. 

While other mobile testing tools were focused on 

touch and press simulations, Hesenius, et. Al. 

[42] proposed an extension to the Calabash 

testing framework allowing for test automation 

for gesture-based mobile applications. 

3.3.3 Security 

The paper of Keng, et. Al. [33], they presented 

MAMBA, a directed testing system for checking 

privacy in Android apps. MAMBA performs path 

searches of user events in control-flow graphs of 

callbacks generated from static analysis of app 

bytecode. Based on the paths found, it builds test 

cases comprised of user events that can trigger the 

executions of the apps and quickly direct the 

apps’ activity transitions from the starting activity 

towards target activities of interest, revealing 

potential accesses to privacy-sensitive data in the 

apps. MAMBA’s backend testing engine then 

simulates the executions of the apps following the 

generated test cases to check actual runtime 

behavior of the apps that may leak users’ private 

data. By instrumenting privacy access/leak 

detectors during testing, the tool was able to 

verify from test logs that almost half of target 

activities accessed user privacy data, and 26.7% 

of target activities leaked privacy data to the 

network. 

In the paper of Avancini and Ceccato [39], they 

presented a novel approach to test Android 

applications. An automatic test case generation is 

proposed to spot mismatches between the 

intended behavior declared by an application and 

the observed functionalities implemented in its 

code. Their approach managed to detect 

mismatches in three real world and largely used 

Android applications and the tool automatically 

generate JUnit test cases to reproduce potential 

bugs. However, this tool only supports Eclipse-

created projects. 
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While other papers proposed tools to check if a 

mobile application is secured, Guo, et. Al. [43] 

introduced an inter-application security 

mechanism in Intent category components 

(Activity, Broadcast Receiver and Service) and 

Content Provider. A novel approach is presented, 

including a detection module and a checking 

module, to detect the vulnerabilities existing in 

Android inter-application components. 

4 CONCLUSION 

In this paper, several automated testing tools for 

mobile applications were discussed. The papers 

were subcategorized by (1) Performance and 

Reliability, (2) Function and Behavior, and (3) 

Security. Most of the papers found were 

addressing the test cases for performance and 

reliability. While five (5) papers were addressing 

test cases for app’s function and behavior. The 

least number of papers aims to test security 

loopholes on mobile applications. It is worth 

noting that the papers focused on applications 

running on Android devices, there were no tools 

that address applications for other platforms such 

as iOS and Windows Phone. 
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